DEVOPS

DevOps, short for Development Operations, is a software development approach that combines software development (Dev) with IT operations (Ops) to improve the delivery of business value. It is a set of practices, principles, and tools used to increase an organization's ability to deliver software and services at a faster pace, with higher quality, and more reliability.

The main goal of DevOps is to break down the traditional barriers between development and operations teams by fostering collaboration, communication, and integration between them. This allows for continuous integration, continuous delivery, and continuous monitoring of software development processes, resulting in faster development cycles and more frequent releases.

DevOps has gained popularity in recent years due to its ability to address the challenges faced by organizations in the fast-paced, constantly changing world of software development. By adopting DevOps practices, organizations can increase efficiency, reduce errors, and improve the overall quality of their software products.

One of the key components of DevOps is automation. Automation allows organizations to streamline repetitive tasks, such as testing, deployment, and monitoring, which helps speed up the development process and reduce the chances of human error. By automating these processes, organizations can increase the frequency of releases and improve the reliability of their software products.

Another important aspect of DevOps is collaboration. By breaking down the silos between development and operations teams, DevOps encourages collaboration and communication between different stakeholders in the software development process. This allows for faster decision-making, better problem-solving, and improved overall efficiency.

DevOps also emphasizes the importance of continuous feedback and improvement. By continuously monitoring and analyzing the performance of software products, organizations can identify areas for improvement and make necessary adjustments in real-time. This allows for faster iteration and continuous improvement of software products.

**APPLICATIONS**

There are many applications of DevOps across various industries and sectors. Some common applications of DevOps include:

1. Continuous integration and delivery (CI/CD): DevOps allows organizations to automate the process of integrating code changes, testing them, and deploying them to production environments. This enables organizations to release software updates more frequently and with greater confidence.

2. Infrastructure as Code (IAC): DevOps promotes the use of IAC, which allows organizations to manage and provision their infrastructure through code. This makes it easier to deploy and scale applications in a more efficient and reliable manner.

3. Monitoring and logging: DevOps encourages organizations to implement robust monitoring and logging systems that provide real-time insights into the performance of their software products. This allows organizations to detect and respond to issues quickly, improving overall reliability and user experience.

In conclusion, DevOps is a software development approach that combines development and operations practices to improve the efficiency, quality, and reliability of software products. By fostering collaboration, automation, and continuous improvement, DevOps enables organizations to deliver software faster and more effectively. With its many applications and benefits, DevOps has become an essential practice for organizations looking to stay competitive in the fast-paced world of software development.

**EXPERIMENT NO :**1.Write code for a simple user registration form for an event.

**AIM**:write code for a simple user registration form for an event.

**DESCRIPTION**:

**HTML CODE:**

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Course Registration</title>

    <link rel="stylesheet" href="styles.css">

</head>

<body>

    <div class="container">

        <h2>Course Registration</h2>

        <form id="registrationForm" onsubmit="submitForm(event)">

            <label for="name">Name:</label>

            <input type="text" id="name" name="name" required>

            <label for="email">Email:</label>

            <input type="email" id="email" name="email" required>

            <label for="course">Select Course:</label>

            <select id="course" name="course" required>

                <option value="">Select</option>

                <option value="course1">Course 1</option>

                <option value="course2">Course 2</option>

                <option value="course3">Course 3</option>

            </select>

            <button type="submit">Submit</button>

        </form>

        <div id="thankYouMessage" class="hidden">Thank you for registering!</div>

    </div>

    <script src="script.js"></script>

</body>

</html>

**CSS CODE:**

.container {

    max-width: 400px;

    margin: 50px auto;

    padding: 20px;

    border: 1px solid #ccc;

    border-radius: 5px;

}

form {

    display: flex;

    flex-direction: column;

}

label {

    margin-bottom: 5px;

}

input, select, button {

    margin-bottom: 10px;

    padding: 8px;

    border: 1px solid #ccc;

    border-radius: 5px;

}

button {

    cursor: pointer;

}

.hidden {

    display: none;

}

**JAVA SCRIPT CODE:**

function submitForm(event) {

    event.preventDefault();

    // Get form data

    const formData = new FormData(event.target);

    const name = formData.get('name');

    const email = formData.get('email');

    const course = formData.get('course');

    // Display thank you message

    document.getElementById('registrationForm').reset();

    document.getElementById('registrationForm').classList.add('hidden');

    document.getElementById('thankYouMessage').classList.remove('hidden');

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**![](data:image/png;base64,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)**

**EXPERIMENT NO :** 2.Explore Git and GitHub commands.

**AIM**: Explore Git and GitHub commands.

**DESCRIPTION**:

Git and GitHub are widely used tools in software development and version control. Git is a distributed version control system that allows multiple developers to collaborate on a project simultaneously by tracking changes to files and facilitating merging of different versions. GitHub, on the other hand, is a web-based platform that serves as a central repository for Git projects, as well as providing additional collaboration features such as issue tracking and project management tools.

The main reasons for using Git and GitHub in software development are:

1. Version control: Git allows developers to keep track of changes made to code over time, making it easy to revert to previous versions if needed. This ensures that team members are always working on the latest version of the code and can easily collaborate without fear of losing their work.

2. Collaboration: GitHub provides a centralized platform for developers to share their code with team members, as well as the wider open-source community. Developers can create branches to work on different features or fixes independently, before merging them back into the main codebase. GitHub also allows for code reviews, issue tracking, and discussions, making it easier for teams to collaborate and communicate effectively.

3. Backup and redundancy: By hosting code on GitHub, developers have a backup of their code in the cloud, reducing the risk of data loss due to hardware failures or accidental deletions. GitHub also provides redundancy and disaster recovery mechanisms to ensure that code is always accessible and secure.

4. Open-source contributions: GitHub has become a hub for open-source software development, allowing developers from around the world to collaborate on projects and contribute code. By hosting projects on GitHub, developers can attract a wider community of contributors and users, leading to faster development cycles and higher-quality software.

Common applications of Git and GitHub in software development include:

1. Software development: Git and GitHub are commonly used in software development projects to manage code changes, collaborate with team members, and track project progress. Developers can create branches for new features, fix bugs, and merge changes back into the main codebase seamlessly.

2. Continuous integration and deployment: Git and GitHub can be integrated with automated build and deployment tools to streamline the software development lifecycle. By automating tasks such as testing, building, and deployment, developers can deliver high-quality software faster and more reliably.

3. Documentation and knowledge sharing: GitHub can be used to host documentation, wikis, and tutorials related to a project, making it easier for developers to learn about the codebase and contribute

effectively. Developers can also use GitHub Pages to host websites and showcase their projects to the world.

**To install Git and GitHub on your computer, follow these steps:**

1. Download Git from the official Git website (https://git-scm.com/). Choose the appropriate installer for your operating system and download it.

2. Run the installer and follow the on-screen instructions to complete the installation process.

3. Once Git is installed, open up a terminal or command prompt and enter the following commands to configure your Git username and email address:

**git config --global user.name "Your Name"**

**git config --global user.email "youremail@example.com"**

4. Next, you'll need to create a GitHub account if you don't already have one. Go to the GitHub website (https://github.com/) and sign up for a free account.

5. After creating your GitHub account, you can log in to your GitHub account from the terminal by running the following command and entering your GitHub username and password when prompted:

**git config --global user.username "Your GitHub Username"**

**git config --global user.password "Your GitHub Password"**

6. Once you're logged in, you can start using Git and GitHub to manage your projects. To create a new repository on GitHub, you can use the following command in the terminal:

**git init**

**git add .**

**git commit -m "Initial commit"**

**git remote add origin https://github.com/your-username/your-repository.git**

**git push -u origin master**

This will create a new repository on GitHub and push your files to it. You can then manage your repository through the GitHub website or continue working on your project locally with Git.

**EXPERIMENT NO :** 3.Practice Source code management on GitHub programs like fork and branch

**AIM**: Understanding small commands.

**DESCRIPTION**:

1. Fork a repository:

- Go to the repository you want to fork on GitHub

- Click on the "Fork" button in the top right corner of the page

- This will create a copy of the repository in your own GitHub account

2. Clone the forked repository to your local machine:

- Go to your forked repository on GitHub

- Click on the "Code" button and copy the HTTPS or SSH URL

- Open a terminal window on your local machine and run the following command:

**Command: git clone <repository\_url>**

3. Create a new branch:

- To create a new branch, run the following command in the terminal:

**Command: git checkout -b <branch\_name>**

4. Make changes to the source code:

- Make any necessary changes to the source code files in your local repository

5. Add and commit the changes:

- Stage the changes by running the following command:

**Command: git add .**

- Commit the changes with a descriptive message:

**Command: git commit -m "Your commit message here"**

6. Push the changes to your forked repository:

- Push the changes to your forked repository on GitHub by running the following command:

**Command: git push origin <branch\_name>**

7. Create a pull request:

- Go to your forked repository on GitHub

- Click on the "Pull request" button

- Select the branch you made changes to and the branch you want to merge into

- Add a title and description for your pull request

- Click on the "Create pull request" button

8. Merge the pull request:

- If there are no conflicts, the owner of the original repository can review and merge your pull request

By following these steps, you can practice source code management on GitHub by forking a repository, making changes, creating a new branch, and submitting a pull request.

EXPERIMENT NO: 4. Jenkins installation and setup, explore the

environment

Aim: Jenkins installation and setup, explore the environment

**EXPERIMENT NO : 4.** Jenkins installation and setup, explore the environment.

**AIM**: Jenkins installation and setup, explore the environment

**DESCRIPTION**:

Jenkins is a widely-used open-source automation server that facilitates the building, testing, and deployment of software applications. It is a continuous integration and continuous delivery (CI/CD) tool that has become crucial in modern software development practices due to its ability to automate repetitive tasks and streamline the software development process.

Jenkins allows developers to automate the process of integrating code changes from different team members into a shared repository, running tests to ensure the code is functioning correctly, and deploying the application to various environments. This automation helps reduce manual errors, accelerates the development process, and enables teams to deliver high-quality software faster.

The key features of Jenkins include:

1. Automation: Jenkins automates the entire software delivery process, from code integration to deployment, reducing manual intervention and ensuring consistency in the software build process.

2. Extensibility: Jenkins offers a wide range of plugins that enable users to customize and extend its functionality to suit their specific requirements.

3. Scalability: Jenkins can easily scale up to accommodate projects of any size, making it suitable for teams working on small projects as well as large enterprises.

4. Integration: Jenkins integrates seamlessly with other tools and technologies commonly used in the software development lifecycle, such as version control systems, build tools, and testing frameworks.

With its flexibility and ease of use, Jenkins has become a staple tool in the DevOps ecosystem, enabling organizations to achieve faster time-to-market, improved collaboration between development and operations teams, and higher quality software releases.

Some popular applications of Jenkins include:

1. Continuous Integration: Jenkins automates the process of integrating code changes made by multiple team members into a shared repository, allowing developers to quickly identify and resolve integration issues.

2. Continuous Deployment: Jenkins automates the deployment of applications to various environments, such as development, staging, and production, ensuring a consistent and reliable deployment process.

3. Automated Testing: Jenkins can be used to automate the execution of tests, including unit tests, integration tests, and end-to-end tests, helping teams identify bugs and issues early in the development cycle.

4. Infrastructure as Code: Jenkins can be integrated with tools like Terraform and Ansible to automate the provisioning and configuration of infrastructure, enabling teams to manage their infrastructure as code.

**INSTALLATION:**

Jenkins is a popular open-source tool for Continuous Integration and Continuous Deployment (CI/CD) in software development. Here are the steps to install and set up Jenkins:

Download and install Jenkins:

* Download the Jenkins package for your operating system from theJenkins website.
* Follow the installation instructions for your operating system to install Jenkins.

Start the Jenkins service:

* On Windows, use the Windows Services Manager to start the Jenkins service.
* On Linux, use the following command to start the Jenkins service: $ sudo service jenkins start

Access the Jenkins web interface:

* Open a web browser and navigate to http://localhost:8080 to access the Jenkins web interface.
* If the Jenkins service is running, you will see the Jenkins login page.

Initialize the Jenkins environment:

* Follow the instructions on the Jenkins setup wizard to initialize the Jenkins environment.
* This process involves installing recommended plugins, setting up security, and creating the first admin user.

Explore the Jenkins environment:

* Once the Jenkins environment is set up, you can explore the various features and functionalities available in the web interface.
* Jenkins has a rich user interface that provides access to features such as build history, build statistics, and system information.

These are the basic steps to install and set up Jenkins. Depending on your use case, you may need to customize your Jenkins environment further. For example, you may need to configure build agents, set up build pipelines, or integrate with other tools. However, these steps should give you a good starting point for using Jenkins for CI/CD in your software development projects.

**EXPERIMENT NO:** 5. Demonstrate continuous integration and development using Jenkins.

**Aim:** Demonstrate continuous integration and development using Jenkins.

**DESCRIPTION:**

Continuous Integration (CI) and Continuous Development (CD) are important practices in software development that can be achieved using Jenkins. Here's an example of how you can demonstrate CI/CD using Jenkins: Create a simple Java application:

Create a simple Java application that you want to integrate with Jenkins.

The application should have some basic functionality, such as printing "Hello World" or performing simple calculations.

**Commit the code to a Git repository:**

Create a Git repository for the application and commit the code to the repository.

Make sure that the Git repository is accessible from the Jenkins server.

**Create a Jenkins job:**

Log in to the Jenkins web interface and create a new job.

• Configure the job to build the Java application from the Git repository.

Specify the build triggers, such as building after every commit to the repository.

**Build the application**:

* Trigger a build of the application using the Jenkins job.
* The build should compile the code, run any tests, and produce an executable jar file.

**Monitor the build:**

Monitor the build progress in the Jenkins web interface.

The build should show the build log, test results, and the status of the build.

Deploy the application:

* If the build is successful, configure the Jenkins job to deploy the application to a production environment.
* The deployment could be as simple as copying the jar file to a production server or using a more sophisticated deployment process, such as using a containerization technology like Docker.

**Repeat the process**:

* Repeat the process for subsequent changes to the application.
* Jenkins should automatically build and deploy the changes to the production environment.

This is a basic example of how you can use Jenkins to demonstrate CI/CD in software development. In a real-world scenario, you would likely have more complex requirements, such as multiple environments, different types of tests, and a more sophisticated deployment process. However, this example should give you a good starting point for using Jenkins for CI/CD in your software development projects.

**EXPERIMENT NO** : 6. Explore Docker commands for content management.

**AIM:** Explore Docker commands for content management.

**DESCRIPTION**

Docker is a containerization technology that is widely used for managing application containers. Here are some commonly used Docker commands for content management:

* **Docker run: Run a command in a new container.**

For example: $ docker run --name mycontainer -it ubuntu:16.04 /bin/bash This command runs a new container based on the Ubuntu 16.04 image and starts a shell session in the container.

* **Docker start: Start one or more stopped containers.**

For example: $ docker start mycontainer This command starts the container named "mycontainer"

* **Docker stop: Stop one or more running containers.**

For example: $ docker stop mycontainer This command stops the container named "mycontainer".

* **Docker rm: Remove one or more containers.**

For example: $ docker rm mycontainer This command removes the container named "mycontainer".

* **Docker ps: List containers.**

For example: $ docker ps This command lists all running containers.

* **Docker images: List images.**

For example: $ docker images This command lists all images stored locally on the host.

* **Docker pull: Pull an image or a repository from a registry.**

For example: $ docker pull ubuntu:16.04 This command pulls the Ubuntu 16.04 image from the Docker Hub registry.

* **Docker push: Push an image or a repository to a registry.**

For example: $ docker push myimage This command pushes the image named "myimage" to the Docker Hub registry

**EXPERIMENT NO:** 7. Develop a simple containerized application using Docker

**AIM**: Develop a simple containerized application using Docker

**DESCRIPTION:**

Here's an example of how you can develop a simple containerized application using Docker:

**Choose an application:**

* Choose a simple application that you want to containerize. For example, a Python script that prints "Hello World".

**Write a Dockerfile:**

* Create a file named "Dockerfile" in the same directory as the application.

In the Dockerfile, specify the base image, copy the application into the container, and specify the command to run the application. Here's an example Dockerfile for a Python script:

# Use the official Python image as the base image

FROM python:3.9

# Copy the Python script into the container

COPY hello.py /app/

# Set the working directory to /app/

WORKDIR /app/

# Run the Python script when the container starts

CMD ["python", "hello.py"]

* **Build the Docker image:**

Run the following command to build the Docker image:

$ docker build -t myimage .

This command builds a new Docker image using the Dockerfile and tags the image with the name "myimage"

* **Run the Docker container:**

Run the following command to start a new container based on the image:

$ docker run --name mycontainer myimage

This command starts a new container named "mycontainer" based on the "myimage" image and runs the Python script inside the container.

* **Verify the output:**

Run the following command to verify the output of the container:

$ docker logs mycontainer

This command displays the logs of the container and should show the "Hello World" output.

This is a simple example of how you can use Docker to containerize an application. In a real-world scenario, you would likely have more complex requirements, such as running multiple containers, managing network connections, and persisting data. However, this example should give you a good starting point for using Docker to containerize your applications.

**EXPERIMENT NO: 8**. Integrate Kubernetes and Docker

**AIM:** Integrate Kubernetes and Docker

**DESCRIPTION**: Kubernetes and Docker are both popular technologies for managing containers, but they are used for different purposes. Kubernetes is an orchestration platform that provides a higher-level abstractions for managing containers, while Docker is a containerization technology that provides a lower-level runtime for containers.

To integrate Kubernetes and Docker, you need to use Docker to build and package your application as a container image, and then use Kubernetes to manage and orchestrate the containers.

Here's a high-level overview of the steps to integrate Kubernetes and Docker:

* Build a Docker image:

Use Docker to build a Docker image of your application. You can use a Dockerfile to specify the base image, copy the application into the container, and specify the command to run the application.

* Push the Docker image to a registry:

Push the Docker image to a container registry, such as Docker Hub or Google Container Registry, so that it can be easily accessed by Kubernetes. Deploy the Docker image to a Kubernetes cluster:

Use Kubernetes to deploy the Docker image to a cluster. This involves creating a deployment that specifies the number of replicas and the image to be used, and creating a service that exposes the deployment to the network. Monitor and manage the containers:

Use Kubernetes to monitor and manage the containers. This includes scaling the number of replicas, updating the image, and rolling out updates to the containers

* Continuously integrate and deploy changes:

Use a continuous integration and deployment (CI/CD) pipeline to automatically build, push, and deploy changes to the Docker image and the Kubernetes cluster. This makes it easier to make updates to the application and ensures that the latest version is always running in the cluster. By integrating Kubernetes and Docker, you can leverage the strengths of both technologies to manage containers in a scalable, reliable, and efficient manner.

**EXPERIMENT NO** : 9. Automate the process of running containerized application developed in exercise 7 using Kubernetes

**AIM**: Automate the process of running containerized application developed in exercise 7 using Kubernetes

**DESCRIPTION**

To automate the process of running the containerized application developed in exercise 7 using Kubernetes, you can follow these steps:

* Create a Kubernetes cluster:

Create a Kubernetes cluster using a cloud provider, such as Google Cloud or Amazon Web Services, or using a local installation of Minikube.

* Push the Docker image to a registry:

Push the Docker image of your application to a container registry, such as Docker Hub or Google Container Registry.

* Create a deployment:

Create a deployment in Kubernetes that specifies the number of replicas and the Docker image to use. Here's an example of a deployment YAML file:

**apiVersion: apps/v1**

**kind: Deployment**

**metadata:**

**name: myapp-deployment**

**spec:**

**replicas: 3**

**selector:**

**matchLabels:**

**app: myapp**

**template:**

**metadata:**

**labels:**

**app: myapp**

**spec:**

**containers:**

**- name: myapp**

**image: myimage**

**ports:**

**- containerPort: 80**

* **Create a service:**

Create a service in Kubernetes that exposes the deployment to the network. Here's an example of a service YAML file:

**apiVersion: v1**

**kind: Service**

**metadata:**

**name: myapp-service**

**spec:**

**selector:**

**app: myapp**

**ports:**

**- name: http**

**port: 80**

**targetPort: 80**

**type: ClusterIP**

* **Apply the deployment and service to the cluster:**

Apply the deployment and service to the cluster using the kubectl commandline tool. For example

: $ kubectl apply -f deployment.yaml

$ kubectl apply -f service.yaml

* **Verify the deployment:**

Verify the deployment by checking the status of the pods and the service. For example:

$ kubectl get pods

$ kubectl get services

This is a basic example of how to automate the process of running a containerized application using Kubernetes. In a real-world scenario, you would likely have more complex requirements, such as managing persistent data, scaling, and rolling updates, but this example should give you a good starting point for using Kubernetes to manage your containers.

**EXPERIMENT NO: 10.** Install and Explore Selenium for automated testing

**AIM:** Install and Explore Selenium for automated testing

**DESCRIPTION**:

To install and explore Selenium for automated testing, you can follow these steps:

**Install Java Development Kit (JDK):**

* Selenium is written in Java, so you'll need to install JDK in order to run it. You can download and install JDK from the official Oracle website.
* Install the Selenium WebDriver:
* You can download the latest version of the Selenium WebDriver from the Selenium website. You'll also need to download the appropriate driver for your web browser of choice (e.g. Chrome Driver for Google Chrome).

**Install an Integrated Development Environment (IDE):**

* To write and run Selenium tests, you'll need an IDE. Some popular choices include Eclipse, IntelliJ IDEA, and Visual Studio Code.
* Write a simple test:
* Once you have your IDE set up, you can write a simple test using the Selenium WebDriver. Here's an example in Java:

import org.openqa.selenium.WebDriver;

import org.openqa.selenium.chrome.ChromeDriver;

public class Main {

public static void main(String[] args) {

System.setProperty("webdriver.chrome.driver", "/path/to/chromedriver");

WebDriver driver = new ChromeDriver();

driver.get("https://www.google.com");

System.out.println("Title: " + driver.getTitle());

driver.quit();

}

}

* **Run the test:**

Run the test using your IDE or from the command line using the following command:

$ javac Main.java

$ java Main

This is a basic example of how to get started with Selenium for automated testing. In a real-world scenario, you would likely write more complex tests and organize your code into test suites and test cases, but this example should give you a good starting point for exploring Selenium.

**EXPERIMENT NO: 11.** Write a simple program in JavaScript and perform testing using Selenium

**AIM**: Write a simple program in JavaScript and perform testing using Selenium

**PROCEDURE:**

**Step 1: Install Node.js**

**You can download and install Node.js from its official website: https://nodejs.org/en/download/**

**Step 2: Open Command Prompt and install Selenium WebDriver**

**Open Command Prompt and run the following command to install Selenium WebDriver using npm (Node Package Manager):**

**COMMAND: npm install selenium-webdriver**

**Step 3: Create a directory**

**Open Command Prompt and navigate to the location where you want to create the directory. Then, use the following command to create a directory:**

**COMMAND: mkdir <directory\_name>**

**Replace <directory\_name> with the desired name of your directory.**

**For example, if you want to create a directory named "selenium\_project", you would type:**

**COMMAND: mkdir selenium\_project**

**Step 4: Create a file named test.js**

**Once you've created the directory, navigate into it using the cd command. Then, use the following command to create a file named test.js:**

**COMMAND: type nul > test.js**

**This command creates an empty file named test.js in the current directory.**

**Now you can open the test.js file using a text editor and write your Selenium automation script in JavaScript, as described in the previous message.**

**Step 4: Open the test.js file in a text editor and write your JavaScript code**

**Open the test.js file using a text editor (such as Notepad, Sublime Text, or Visual Studio Code), and write your Selenium automation script in JavaScript.**

**CODE:**

**const { Builder, By, Key, until } = require('selenium-webdriver');**

**async function exampleTest() {**

**let driver = await new Builder().forBrowser('chrome').build();**

**try {**

**await driver.get('https://www.google.com');**

**let title = await driver.getTitle();**

**} finally {**

**}**

**}**

**exampleTest();**

**Step 5: Run the script in Command Prompt**

**Navigate to the directory where your test.js file is located using Command Prompt, then run the script by typing:**

**COMMAND: node test.js**

**EXPERIMENT NO:** 12.Develop test cases for the above containerized application using selenium

**AIM:** Develop test cases for the above containerized application using selenium

**PROGRAM:**

**let driver = await new Builder().forBrowser('chrome').build();**

**async function runTests() {**

**try {**

**// Test Case 1: Open Google**

**await driver.get('https://www.google.com');**

**console.log('Test Case 1: Google homepage opened successfully');**

**// Test Case 2: Search for "Selenium WebDriver"**

**let searchBox = await driver.findElement(By.name('q'));**

**await searchBox.sendKeys('Selenium WebDriver', Key.RETURN);**

**console.log('Test Case 2: Search performed for "Selenium WebDriver"');**

**// Test Case 3: Click on Images**

**let imagesLink = await driver.findElement(By.linkText('Images'));**

**await imagesLink.click();**

**console.log('Test Case 3: Clicked on Images');**

**// Test Case 4: Click on News**

**let newsLink = await driver.findElement(By.linkText('News'));**

**await newsLink.click();**

**console.log('Test Case 4: Clicked on News');**

**// Test Case 5: Navigate back to the previous page (Google)**

**await driver.navigate().back();**

**console.log('Test Case 5: Navigated back to Google');**

**} finally {**

**// Close the WebDriver session after all tests have been executed**

**await driver.quit();**

**}**

**}**

**async function runTests() {**

**let driver = await new Builder().forBrowser('chrome').build();**

**try {**

**// Test Case 1: Open Google**

**await driver.get('https://www.google.com');**

**console.log('Test Case 1: Google homepage opened successfully');**

**// Test Case 2: Search for "Selenium WebDriver"**

**let searchBox = await driver.findElement(By.name('q'));**

**await searchBox.sendKeys('Selenium WebDriver', Key.RETURN);**

**console.log('Test Case 2: Search performed for "Selenium WebDriver"');**

**// Test Case 3: Click on Images**

**let imagesLink = await driver.findElement(By.linkText('Images'));**

**await imagesLink.click();**

**console.log('Test Case 3: Clicked on Images');**

**// Test Case 4: Click on News**

**let newsLink = await driver.findElement(By.linkText('News'));**

**await newsLink.click();**

**console.log('Test Case 4: Clicked on News');**

**// Test Case 5: Navigate back to the previous page (Google)**

**await driver.navigate().back();**

**console.log('Test Case 5: Navigated back to Google');**

**} finally {**

**// Close the WebDriver session after all tests have been executed**

**await driver.quit();**

**}**

**}**

**runTests():**